### extract，date\_format函数无效值问题：

**场景：**

select extract(week from ‘2021-0-1’);

 select date\_format(‘9999-0-12’, ‘%U %u %V %v %X %x %j’);

openGauss：



mysql:



由无效日期计算出的week或者dayofyear都是没有意义的。

**原因：**

openGauss的有关week函数运算的内部参数类型范围设置的比mysql的大：mysql是unsigned int，openGauss是long。将部分数据类型按照mysql修改之后，对于’2021-0-1’或者’2021-1-0’形式的无效日期，计算出的无效值可以和mysql一致。
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但对于’0000-0-1’这种年份和类型的日期，由于openGauss的底层日期编码函数date2j以及j2date和mysql有区别，所以计算出的无效值也不一致。

### time类型在函数中对字符串和浮点数的接收区别

**问题描述：**

time\_to\_sec或extract等函数在MySQL中参数为’8385959.1’时认为不合法，参数为8385959.1时可以正常执行。

**现象分析：**

MySQL中time\_to\_sec或extract等函数，将参数解析为time类型时，函数接收到字符串形式’8385959.1’会认为是不合法的；接收到数值形式的8385959.1会认为是合法的。

插表时，’8385959.1’和8385959.1都是不合法的，即只能插入[-838:59:59, 838:59:59]之间的值。

查看MySQL代码，发现字符串形式或者数值形式（带小数秒部分）输入的time，都应该经过范围[-838:59:59, 838:59:59]的校验。





MySQL表现

|  |  |
| --- | --- |
| time\_to\_sec(‘8385959.1’) | 认为非法（严格模式插表报错，非严格模式转为对应边界值，报warning） |
| time\_to\_sec(8385959.1) | 认为正常 |
| insert(‘8385959.1’)  | 认为非法（严格模式报错，非严格模式转为对应边界值，报warning） |
| insert(8385959.1) | 认为非法（严格模式报错，非严格模式转为对应边界值，报warning） |

openGauss中time类型判断范围都是一致的，即超过[-838:59:59, 8389:59:59]就为非法时间值。此处输入8385959.1或者’8385959.1’经过time类型解析函数解析后，均被认为是超范围的。在严格模式下报错，非严格模式下转为对应边界值，报warning。

openGauss表现

|  |  |
| --- | --- |
| time\_to\_sec(‘8385959.1’) | 认为非法（严格模式插表报错，非严格模式转为对应边界值，报warning） |
| time\_to\_sec(8385959.1) | 认为非法（严格模式插表报错，非严格模式转为对应边界值，报warning） |
| insert(‘8385959.1’) | 认为非法（严格模式报错，非严格模式转为对应边界值，报warning） |
| insert(8385959.1) | 认为非法（严格模式报错，非严格模式转为对应边界值，报warning） |

结论：

openGauss中time\_to\_sec或者extract等涉及时间解析的日期处理函数，解析时将‘8385959.1’和8385959.1都认为是越界的，严格模式报错，非严格模式报warning并将结果置为对应边界值。

### time解析函数在非严格模式的解析

MySQL中time解析函数在非严格模式下可以将类似’2021-11-12’的输入解析为’00:20:21’，目前有类似PR存在。



预计后续在此PR的基础上，针对一些函数非严格模式下time解析类似’2021-11-12’输入问题进行修复。

### 部分日期处理函数的结果不支持运算符。

**如date函数：**

**MySQL:**



**openGauss：**

 **严格模式：**

 ****

 **非严格模式：**
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**原因：**

openGauss中相关函数采用了text作为函数返回值类型，因此函数返回值进行运算，与日期或者时间类型不一致。以上演示的openGauss中的date函数后跟运算操作符，即为text类型运算符表现。

采用text作为函数返回值类型，原因有两个：

1. **为了使一些函数能够返回不正常日期。**

以date函数为例，若采用dolphin插件中的date类型作为返回值类型，则date函数在返回如’2021-0-1’或者’2021-1-0’形式的日期时，date类型底层值由date2j和j2date函数进行编码解码造成结果与预期不一致，但此时对正常的日期可以正常返回，且可以正常支持运算符。其表现如下：

月份或者天为0：



正常日期：



1. **为了使具有多种返回值类型的函数返回正确格式的内容。**

以str\_to\_date(str, format)函数为例,其返回值有date、datetime、time三种。其返回值类型由format字符串中包含的符号决定。

如果定义三个函数:

date str\_to\_date(str, format)

datetime str\_to\_date(str, format)

time str\_to\_date(str, format)

则这三个函数因为只有返回值类型不一样，所以不能被区分，函数注册时会失败：



因此注册一个返回值为text类型的str\_to\_date函数，在函数内部通过解析format得知返回类型type，根据返回类型type来选择不同类型的输出函数：

EncodeDateOnlyForBDatabase

EncodeDateTimeForBDatabase

EncodeTimeOnly

这样可以得到格式正确的输出内容。但是返回值依然是text类型，进行运算时依然是text类型的操作符表现。

### INTERVAL后不能跟表达式问题

目前进展：

按照专家建议以及功能要求，在AexprConst候选产生式处添加如下语法：



此时会有关键字、操作符等移进规约冲突，冲突的种类和数量都较多。
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1. INTERVAL后跟表达式，其表达式计算过程需要建立一种新的NODE来实现。
2. INTERVAL与其他SQL操作也有联系。

如和各种时间类型的运算操作：



1. 与分区的一些内容也有关系。
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INTERVAL后不能跟表达式问题较复杂，涉及语法重新构建，INTERVAL类型在openGauss中的各种使用场景等方面，此问题建议作为openGauss的INTERVAL类型的独立问题解决。